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# Working space

# needed files:  
# immuno\_functions.r  
# data/sku\_epidemio.csv  
# data/sku\_gps.csv  
# data/ams\_species\_altitude.csv  
# data/yna\_nestlings.csv  
  
# data  
sku\_epidemio=read.csv("data/sku\_epidemio.csv",sep=";",header=T)  
sku\_gps=read.table("data/sku\_gps.csv",header=T,sep=";",dec=",")  
species\_altitude=read.table("data/ams\_species\_altitude.csv",header=T,sep=";",dec=",")  
albatross\_nestlings=read.csv("data/yna\_nestlings.csv",sep=";",dec=".")  
# if nest seen empty once during the month,recorded as empty  
# if individual pcr-positive once during the month,recorded as positive  
  
# functions  
source("R/immuno\_functions.r")  
  
# packages  
  
library(ggplot2);library(gridExtra);library(cowplot)  
  
ggtheme=theme\_bw() +  
 theme(panel.grid=element\_blank(),  
 panel.border=element\_blank(),  
 axis.title=element\_text(size=8),  
 axis.text=element\_text(size=8,color="black"),  
 axis.line=element\_line(size=0.25,color="black"),  
 axis.ticks=element\_line(size=0.25,color="black"),  
 legend.text=element\_text(size=8),  
 plot.title=element\_text(size=8),  
 legend.title=element\_blank(),  
 legend.margin=margin(0,0,0,0),  
 legend.key=element\_rect(fill=NA,color=NA),  
 legend.key.size=unit(0.4,"cm"),  
 plot.margin=margin(5,5,5,5),  
 legend.box="horizontal",  
 legend.background=element\_rect(colour="transparent",fill=ggplot2::alpha("white",0)))  
  
library(mixtools);library(MASS)  
library(lmodel2)  
library(fmsb);library(psych)  
library(car)  
library(sp);library(geosphere);library(rgdal);library(adehabitatHR)  
library(igraph)  
library(move);library(moveVis)

# 1. Eco-epidemiological data

if(grepl("/",as.character(sku\_epidemio$date[1]))){  
 sku\_epidemio$date=as.Date(sku\_epidemio$date,format="%d/%m/%Y")  
}else{sku\_epidemio$date=as.Date(sku\_epidemio$date)}  
  
# log transformation  
sku\_epidemio$titer\_log=log2(sku\_epidemio$titer/10)  
sku\_epidemio[sku\_epidemio$titer\_log<0 & !is.na(sku\_epidemio$titer\_log),"titer\_log"]=-1  
sku\_epidemio$titer\_log=sku\_epidemio$titer\_log+1

Counts

# number of samples from other sites  
sum(sku\_epidemio$project=="collaboration\_JGS")

## [1] 25

# number of samples analysed with MAT  
sum(!is.na(sku\_epidemio$titer))

## [1] 100

# number of samples analysed with ELISA   
sum(!is.na(sku\_epidemio$OD\_cor))

## [1] 98

# number of samples analysed with both assays  
sum(!is.na(sku\_epidemio$OD\_cor) & !is.na(sku\_epidemio$titer))

## [1] 98

# number of samples analysed with MAT only  
sum(is.na(sku\_epidemio$OD\_cor) & !is.na(sku\_epidemio$titer))

## [1] 2

# number of samples analysed with ELISA only  
sum(!is.na(sku\_epidemio$OD\_cor) & is.na(sku\_epidemio$titer))

## [1] 0

# number of samples analysed with ELISA on Amsterdam  
sum(!is.na(sku\_epidemio$OD\_cor) & sku\_epidemio$project=="ecopath")

## [1] 73

# number of samples analysed with MAT on Amsterdam  
sum(!is.na(sku\_epidemio$titer)& sku\_epidemio$project=="ecopath")

## [1] 75

# number of samples analysed with MAT only on Amsterdam  
sum(is.na(sku\_epidemio$OD\_cor) & !is.na(sku\_epidemio$titer)& sku\_epidemio$project=="ecopath")

## [1] 2

# number of samples analysed with ELISA only on Amsterdam  
sum(!is.na(sku\_epidemio$OD\_cor) & is.na(sku\_epidemio$titer)& sku\_epidemio$project=="ecopath")

## [1] 0

# ggplot()+geom\_point(data=subset(sku\_epidemio,stage=="adult"),aes(x=tarsus,y=skull,color=as.factor(detect\_pos)))

## 1.1. ELISA cut-off

Method described in Garnier et al., 2017, Functional Ecology

# fits two normal distributions to the corrected OD values  
mixnorm<-normalmixEM(subset(sku\_epidemio,!is.na(OD\_cor))$OD\_cor,eps=1e-12,lambda=0.5,mu=c(0,1),sigma=c(0.1,1),k=2)

## number of iterations= 19

# fits one normal distribution to the same data as above  
norm1<-fitdistr(subset(sku\_epidemio,!is.na(OD\_cor))$OD\_cor,"normal")  
  
# manually calculate AIC   
AIC1n<-2\*2-2\*norm1$loglik  
AIC2n<-4\*2-2\*mixnorm$loglik  
c(AIC1n,AIC2n)

## [1] 147.53198 61.86505

if (AIC2n<AIC1n-2){print("Two normal distributions")}else{print("One unique normal distribution")}

## [1] "Two normal distributions"

cut95=mixnorm$mu[1]+2\*mixnorm$sigma[1]  
cut99=mixnorm$mu[1]+3\*mixnorm$sigma[1]  
c(cut95,cut99)

## [1] 0.005364065 0.040241703

ggplot() +   
 stat\_function(aes(x=subset(sku\_epidemio,!is.na(OD\_cor))$OD\_cor,colour="#8c34a9"),fun=dnorm,args=list(mean=mixnorm$mu[1],sd=mixnorm$sigma[1]),size=0.5)+  
 stat\_function(aes(x=subset(sku\_epidemio,!is.na(OD\_cor))$OD\_cor,colour="#9ed99a"),fun=dnorm,args=list(mean=mixnorm$mu[2],sd=mixnorm$sigma[2]),size=0.5)+  
 geom\_histogram(aes(x=subset(sku\_epidemio,!is.na(OD\_cor))$OD\_cor,y=..density..),  
 binwidth=.025,size=0.25,  
 colour="black",fill="gray97")+  
 geom\_vline(aes(xintercept=cut99),linetype="dashed",size=0.5)+  
 ylab("Density")+xlab("Optical density (ELISA)")+  
 ggtheme+  
 scale\_color\_manual(values=c("#9ed99a","#8c34a9"),labels=c("ELISA-negative sample distribution","ELISA-positive sample distribution"))+  
 theme(legend.justification=c(1,1),legend.position=c(1,1))

![](data:image/png;base64,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)

ggsave("r/exports/sku\_epidemio\_OD\_distribution.pdf",width=14,height=7,units="cm",dpi=300)  
  
sku\_epidemio$titer\_pos=sku\_epidemio$sero\_pos=NA  
sku\_epidemio[!is.na(sku\_epidemio$OD\_cor) & sku\_epidemio$OD\_cor>cut99,"sero\_pos"]="1"  
sku\_epidemio[!is.na(sku\_epidemio$OD\_cor) & sku\_epidemio$OD\_cor<=cut99,"sero\_pos"]="0"  
sku\_epidemio[!is.na(sku\_epidemio$titer) & sku\_epidemio$titer>40,"titer\_pos"]="1"  
sku\_epidemio[!is.na(sku\_epidemio$titer) & sku\_epidemio$titer<=40,"titer\_pos"]="0"  
  
remove(mixnorm,AIC2n,norm1,AIC1n)

## 1.2. Correlation between immunoassays

# graphic  
ggplot() +   
 geom\_vline(aes(xintercept=cut99),linetype="dashed",size=0.5)+  
 geom\_hline(aes(yintercept=3),linetype="dashed",size=0.5)+  
 geom\_smooth(data=subset(subset(sku\_epidemio,!is.na(OD\_cor)),OD\_cor>cut99),aes(y=titer\_log,x=OD\_cor),se=F,size=0.5,colour="#8c34a9",method="lm",fill="#af8dc3",alpha=0.1)+  
 geom\_point(data=subset(subset(sku\_epidemio,!is.na(OD\_cor)),OD\_cor>cut99),aes(y=titer\_log,x=OD\_cor,colour="#9ed99a"),size=1,stroke=0.5,alpha=0.8)+  
 geom\_point(data=subset(subset(sku\_epidemio,!is.na(OD\_cor)),OD\_cor<=cut99),aes(y=titer\_log,x=OD\_cor,colour="#8c34a9"),size=1,stroke=0.5,alpha=0.8)+  
 xlab("Optical density (ELISA)")+ylab("Titre (MAT)")+  
 scale\_x\_continuous(breaks=seq(0,2,0.5))+  
 scale\_y\_continuous(breaks=seq(0,12,2),labels=c("Neg.","2","4","6","8","10","12"))+  
 ggtheme+  
 scale\_color\_manual(values=c("#9ed99a","#8c34a9"),labels=c("ELISA-negative sample","ELISA-positive sample"))+  
 theme(legend.justification=c(1,0.01),legend.position=c(1,0.01))
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ggsave("r/exports/sku\_epidemio\_immuno\_correlation.pdf",width=14,height=7,units="cm",dpi=300)

### 1.2.1. Linear regression

On quantitative data

# sample size - positive samples only  
nrow(subset(subset(sku\_epidemio,!is.na(OD\_cor)),OD\_cor>cut99))

## [1] 63

# classic linear regression  
summary(lm(OD\_cor~titer\_log,subset(subset(sku\_epidemio,!is.na(OD\_cor)),OD\_cor>cut99)))

##   
## Call:  
## lm(formula = OD\_cor ~ titer\_log, data = subset(subset(sku\_epidemio,   
## !is.na(OD\_cor)), OD\_cor > cut99))  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.64532 -0.20290 -0.07924 0.15640 1.19124   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -0.16924 0.21535 -0.786 0.435   
## titer\_log 0.12652 0.02893 4.373 4.86e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.3506 on 61 degrees of freedom  
## Multiple R-squared: 0.2387, Adjusted R-squared: 0.2262   
## F-statistic: 19.13 on 1 and 61 DF, p-value: 4.855e-05

# type II linear regression  
lmodel2(OD\_cor~titer\_log,data=subset(subset(sku\_epidemio,!is.na(OD\_cor)),OD\_cor>cut99),nperm=99)

## RMA was not requested: it will not be computed.

##   
## Model II regression  
##   
## Call: lmodel2(formula = OD\_cor ~ titer\_log, data =  
## subset(subset(sku\_epidemio, !is.na(OD\_cor)), OD\_cor > cut99),  
## nperm = 99)  
##   
## n = 63 r = 0.4885705 r-square = 0.2387011   
## Parametric P-values: 2-tailed = 4.855318e-05 1-tailed = 2.427659e-05   
## Angle between the two OLS regression lines = 20.71455 degrees  
##   
## Permutation tests of OLS, MA, RMA slopes: 1-tailed, tail corresponding to sign  
## A permutation test of r is equivalent to a permutation test of the OLS slope  
## P-perm for SMA = NA because the SMA slope cannot be tested  
##   
## Regression results  
## Method Intercept Slope Angle (degrees) P-perm (1-tailed)  
## 1 OLS -0.1692401 0.1265210 7.210807 0.01  
## 2 MA -0.2179676 0.1332091 7.587649 0.01  
## 3 SMA -1.1341646 0.2589616 14.518475 NA  
##   
## Confidence intervals  
## Method 2.5%-Intercept 97.5%-Intercept 2.5%-Slope 97.5%-Slope  
## 1 OLS -0.5998669 0.2613866 0.06867194 0.1843701  
## 2 MA -0.6660945 0.2230584 0.07267611 0.1947167  
## 3 SMA -1.6021392 -0.7591957 0.20749531 0.3231934  
##   
## Eigenvalues: 2.408584 0.1189244   
##   
## H statistic used for computing C.I. of MA: 0.003581438

### 1.2.2. Cohen’s Kappa

On qualitative data

# sample size - samples analysed with both assays  
nrow(subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor)))

## [1] 98

## MAT and ELISA concordance table  
pp=sum(subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor))$titer\_pos==1 & subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor))$sero\_pos==1,na.rm=T)  
nn=sum(subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor))$titer\_pos==0 & subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor))$sero\_pos==0,na.rm=T)  
pn=sum(subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor))$titer\_pos==1 & subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor))$sero\_pos==0,na.rm=T)  
np=sum(subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor))$titer\_pos==0 & subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor))$sero\_pos==1,na.rm=T)  
  
concordance=as.matrix(rbind(c(nn,np),c(pn,pp)));concordance

## [,1] [,2]  
## [1,] 34 1  
## [2,] 1 62

## Kappa coefficient  
cohen.kappa(cbind(subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor))$titer\_pos,subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor))$sero\_pos))

## Call: cohen.kappa1(x = x, w = w, n.obs = n.obs, alpha = alpha, levels = levels)  
##   
## Cohen Kappa and Weighted Kappa correlation coefficients and confidence boundaries   
## lower estimate upper  
## unweighted kappa 0.89 0.96 1  
## weighted kappa 0.89 0.96 1  
##   
## Number of subjects = 98

Kappa.test(subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor))$titer\_pos,subset(sku\_epidemio,!is.na(titer\_log) & !is.na(OD\_cor))$sero\_pos)

## $Result  
##   
## Estimate Cohen's kappa statistics and test the null hypothesis  
## that the extent of agreement is same as random (kappa=0)  
##   
## data: subset(sku\_epidemio, !is.na(titer\_log) & !is.na(OD\_cor))$titer\_pos and subset(sku\_epidemio, !is.na(titer\_log) & !is.na(OD\_cor))$sero\_pos  
## Z = 8.7164, p-value < 2.2e-16  
## 95 percent confidence interval:  
## 0.8945916 1.0165195  
## sample estimates:  
## [1] 0.9555556  
##   
##   
## $Judgement  
## [1] "Almost perfect agreement"

remove(pp,nn,pn,np,concordance)

## 1.3. Prevalences

# seroprevalence in adults according to ELISA  
subset(get\_prev(subset(sku\_epidemio,stage=="adult"),"sero\_pos",c("zone","campaign")),n>0)

##   
## Attaching package: 'plyr'

## The following object is masked from 'package:adehabitatLT':  
##   
## id

## The following object is masked from 'package:adehabitatMA':  
##   
## join

## zone campaign n pos prev CImin CImax  
## 2 carcass 2012/2013 17 0 0.00 0.00 0.20  
## 7 ETX\_club 2015/2016 10 10 1.00 0.69 1.00  
## 8 ETX\_club 2016/2017 10 10 1.00 0.69 1.00  
## 12 MAE 2016/2017 8 6 0.75 0.35 0.97  
## 13 PDT 2011/2012 16 16 1.00 0.79 1.00  
## 15 PDT 2015/2016 10 10 1.00 0.69 1.00  
## 16 PDT 2016/2017 10 10 1.00 0.69 1.00  
## 18 speedwell 2012/2013 8 0 0.00 0.00 0.37

subset(get\_prev(subset(sku\_epidemio,stage=="adult" & campaign!="2012/2013"),"sero\_pos",c("campaign")),n>0)

## campaign n pos prev CImin CImax  
## 1 2011/2012 16 16 1.00 0.79 1.00  
## 2 2015/2016 20 20 1.00 0.83 1.00  
## 3 2016/2017 28 26 0.93 0.76 0.99

# seroprevalence in adults according to MAT  
subset(get\_prev(subset(sku\_epidemio,stage=="adult"),"titer\_pos",c("zone","campaign")),n>0)

## zone campaign n pos prev CImin CImax  
## 2 carcass 2012/2013 17 0 0.0 0.00 0.20  
## 7 ETX\_club 2015/2016 10 10 1.0 0.69 1.00  
## 8 ETX\_club 2016/2017 10 10 1.0 0.69 1.00  
## 12 MAE 2016/2017 10 8 0.8 0.44 0.97  
## 13 PDT 2011/2012 16 16 1.0 0.79 1.00  
## 15 PDT 2015/2016 10 10 1.0 0.69 1.00  
## 16 PDT 2016/2017 10 10 1.0 0.69 1.00  
## 18 speedwell 2012/2013 8 0 0.0 0.00 0.37

subset(get\_prev(subset(sku\_epidemio,stage=="adult" & campaign!="2012/2013"),"titer\_pos",c("campaign")),n>0)

## campaign n pos prev CImin CImax  
## 1 2011/2012 16 16 1.00 0.79 1.00  
## 2 2015/2016 20 20 1.00 0.83 1.00  
## 3 2016/2017 30 28 0.93 0.78 0.99

# prevalence in adults according to PCR in clocal swabs  
subset(get\_prev(subset(sku\_epidemio,stage=="adult"),"detect\_pos",c("zone","campaign")),n>0)

## zone campaign n pos prev CImin CImax  
## 7 ETX\_club 2015/2016 10 3 0.30 0.07 0.65  
## 8 ETX\_club 2016/2017 10 2 0.20 0.03 0.56  
## 12 MAE 2016/2017 10 0 0.00 0.00 0.31  
## 13 PDT 2011/2012 16 1 0.06 0.00 0.30  
## 15 PDT 2015/2016 10 1 0.10 0.00 0.45  
## 16 PDT 2016/2017 10 8 0.80 0.44 0.97

# seroprevalence in chicks according to ELISA  
subset(get\_prev(subset(sku\_epidemio,stage=="chick"),"sero\_pos",c("zone","campaign")),n>0)

## zone campaign n pos prev CImin CImax  
## 1 PDT 2011/2012 3 0 0.00 0 0.71  
## 2 PDT 2016/2017 6 1 0.17 0 0.64

# seroprevalence in chicks according to MAT  
subset(get\_prev(subset(sku\_epidemio,stage=="chick"),"titer\_pos",c("zone","campaign")),n>0)

## zone campaign n pos prev CImin CImax  
## 1 PDT 2011/2012 3 0 0.00 0 0.71  
## 2 PDT 2016/2017 6 1 0.17 0 0.64

# prevalence in chicks according to PCR in clocal swabs  
subset(get\_prev(subset(sku\_epidemio,stage=="chick"),"detect\_pos",c("zone","campaign")),n>0)

## zone campaign n pos prev CImin CImax  
## 1 PDT 2011/2012 3 0 0.0 0.00 0.71  
## 2 PDT 2016/2017 6 3 0.5 0.12 0.88

## 1.4. Adults

sku\_epidemio\_ams=subset(sku\_epidemio,project=="ecopath")  
  
# mean titer (MAT)  
mean(subset(sku\_epidemio\_ams,stage=="adult")$titer\_log,na.rm=T)

## [1] 7.151515

sd(subset(sku\_epidemio\_ams,stage=="adult")$titer\_log,na.rm=T)

## [1] 1.693812

sum(!is.na(subset(sku\_epidemio\_ams,stage=="adult")$titer\_log))

## [1] 66

# mean OD (ELISA)  
mean(subset(sku\_epidemio\_ams,stage=="adult")$OD\_cor,na.rm=T)

## [1] 0.732968

sd(subset(sku\_epidemio\_ams,stage=="adult")$OD\_cor,na.rm=T)

## [1] 0.4168822

sum(!is.na(subset(sku\_epidemio\_ams,stage=="adult")$OD\_cor))

## [1] 64

# effect of season and site on OD  
sku\_epidemio\_ams$zone=as.factor(as.character(sku\_epidemio\_ams$zone))  
sku\_epidemio\_ams$zone=factor(sku\_epidemio\_ams$zone,levels(sku\_epidemio\_ams$zone)[c(3,1,2)])  
  
dummies=sku\_epidemio\_ams[1:3,]  
dummies$campaign=c("2011/2012","2011/2012","2015/2016")  
dummies$zone=c("ETX\_club","MAE","MAE")  
dummies$OD\_cor=100  
dummies$titer\_log=10000  
  
# ELISA  
sku\_stat\_elisa=get\_stat(subset(sku\_epidemio\_ams,stage=="adult"),"OD\_cor",c("campaign","zone"))  
sku\_stat\_elisa[sku\_stat\_elisa$n==0,"mean"]=99  
sku\_stat\_elisa[sku\_stat\_elisa$n==0,"sd"]=0  
sku\_stat\_elisa$zone=factor(sku\_stat\_elisa$zone,levels(sku\_stat\_elisa$zone)[c(3,1,2)])  
  
d=0.8  
p1=ggplot() +   
 geom\_hline(aes(yintercept=cut99),linetype="dashed",size=0.5)+  
 geom\_errorbar(data=sku\_stat\_elisa,aes(x=campaign,ymin=mean-sd,ymax=mean+sd,group=zone),  
 position=position\_dodge(d),colour="gray70",width=0.4,size=0.5)+  
 geom\_errorbar(data=sku\_stat\_elisa,aes(x=campaign,ymin=mean,ymax=mean,group=zone),  
 position=position\_dodge(d),colour="gray70",width=0.6,size=0.5)+  
 geom\_point(data=rbind(subset(sku\_epidemio\_ams,stage=="adult"),dummies),aes(x=campaign,y=OD\_cor,shape=zone,fill=zone),  
 position=position\_jitterdodge(dodge.width=d,jitter.width=0.3),colour="black",size=1,stroke=0.5,alpha=0.5)+  
 ylab("Optical density (ELISA) ")+  
 xlab("")+  
 scale\_x\_discrete(labels=(c("2011-2012","2015-2016","2016-2017")))+  
 scale\_shape\_manual(labels=c("Plateau des Tourbi?res","Entrecasteaux","Mare aux ?l?phants"),values=c(21,22,23))+  
 scale\_fill\_manual(labels=c("Plateau des Tourbi?res","Entrecasteaux","Mare aux ?l?phants"),values=c("white","black","black"))+  
 ggtheme+  
 theme(legend.justification=c(0,1),legend.position=c(0.01,1),  
 plot.margin=margin(5,5,5,17),  
 axis.text.x=element\_blank())+  
 coord\_cartesian(ylim=c(0,3))+  
 ggtitle("(a)")  
  
# MAT  
sku\_stat\_mat=get\_stat(subset(sku\_epidemio\_ams,stage=="adult"),"titer\_log",c("campaign","zone"))  
sku\_stat\_mat[sku\_stat\_mat$n==0,"mean"]=99  
sku\_stat\_mat[sku\_stat\_mat$n==0,"sd"]=0  
sku\_stat\_mat$zone=factor(sku\_stat\_mat$zone,levels(sku\_stat\_mat$zone)[c(3,1,2)])  
  
d=0.8  
p2=ggplot() +   
 geom\_hline(aes(yintercept=3),linetype="dashed",size=0.5)+  
 geom\_errorbar(data=sku\_stat\_mat,aes(x=campaign,ymin=mean-sd,ymax=mean+sd,group=zone),  
 position=position\_dodge(d),colour="gray70",width=0.4,size=0.5)+  
 geom\_errorbar(data=sku\_stat\_mat,aes(x=campaign,ymin=mean,ymax=mean,group=zone),  
 position=position\_dodge(d),colour="gray70",width=0.6,size=0.5)+  
 geom\_point(data=rbind(subset(sku\_epidemio\_ams,stage=="adult"),dummies),aes(x=campaign,y=titer\_log,shape=zone,fill=zone),  
 position=position\_jitterdodge(dodge.width=d,jitter.width=0.3),colour="black",size=1,stroke=0.5,alpha=0.5)+  
 ylab("Titre (MAT)")+  
 xlab("")+  
 scale\_x\_discrete(labels=(c("2011-2012","2015-2016","2016-2017")))+  
 scale\_shape\_manual(labels=c("Plateau des Tourbi?res","Entrecasteaux","Mare aux ?l?phants"),values=c(21,22,23))+  
 scale\_fill\_manual(labels=c("Plateau des Tourbi?res","Entrecasteaux","Mare aux ?l?phants"),values=c("white","black","black"))+  
 scale\_y\_continuous(breaks=seq(0,12,4),labels=c("Neg.","4","8","12"))+  
 ggtheme+  
 coord\_cartesian(ylim=c(0,13))+  
 theme(legend.position="none")+  
 ggtitle("(b)")  
  
p=grid.arrange(p1,p2,nrow=2)
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ggsave("r/exports/sku\_epidemio\_antibody\_levels.pdf",p,width=7,height=12,units="cm",dpi=300)  
  
remove(p1,p2,p)  
remove(d,dummies)  
  
# Wilcoxon with Bonferroni correction  
  
ntests=8  
  
# among sites  
w=wilcox.test(OD\_cor~zone,subset(subset(sku\_epidemio\_ams,stage=="adult"),(zone=="MAE" | zone=="ETX\_club") & campaign=="2016/2017"))  
nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="MAE" & campaign=="2016/2017"))

## [1] 10

nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="ETX\_club" & campaign=="2016/2017"))

## [1] 10

w;p.adjust(w$p.value,method="bonferroni",n=ntests) # ETX/MAE 2016

##   
## Wilcoxon rank sum test  
##   
## data: OD\_cor by zone  
## W = 80, p-value = 4.571e-05  
## alternative hypothesis: true location shift is not equal to 0

## [1] 0.0003656474

w=wilcox.test(OD\_cor~zone,subset(subset(sku\_epidemio\_ams,stage=="adult"),(zone=="MAE" | zone=="PDT") & campaign=="2016/2017"))  
nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="MAE" & campaign=="2016/2017"))

## [1] 10

nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="PDT" & campaign=="2016/2017"))

## [1] 10

w;p.adjust(w$p.value,method="bonferroni",n=ntests) # PDT/MAE 2016

##   
## Wilcoxon rank sum test  
##   
## data: OD\_cor by zone  
## W = 76, p-value = 0.0005485  
## alternative hypothesis: true location shift is not equal to 0

## [1] 0.004387769

w=wilcox.test(OD\_cor~zone,subset(subset(sku\_epidemio\_ams,stage=="adult"),(zone=="ETX\_club" | zone=="PDT") & campaign=="2016/2017"))  
nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="PDT" & campaign=="2016/2017"))

## [1] 10

nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="ETX\_club" & campaign=="2016/2017"))

## [1] 10

w;p.adjust(w$p.value,method="bonferroni",n=ntests) # PDT/ETX 2016

##   
## Wilcoxon rank sum test  
##   
## data: OD\_cor by zone  
## W = 57, p-value = 0.6305  
## alternative hypothesis: true location shift is not equal to 0

## [1] 1

w=wilcox.test(OD\_cor~zone,subset(subset(sku\_epidemio\_ams,stage=="adult"),(zone=="ETX\_club" | zone=="PDT") & campaign=="2015/2016"))  
nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="PDT" & campaign=="2015/2016"))

## [1] 10

nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="ETX\_club" & campaign=="2015/2016"))

## [1] 10

w;p.adjust(w$p.value,method="bonferroni",n=ntests) # PDT/ETX 2015

##   
## Wilcoxon rank sum test  
##   
## data: OD\_cor by zone  
## W = 83, p-value = 0.0115  
## alternative hypothesis: true location shift is not equal to 0

## [1] 0.09196995

# among years   
  
w=wilcox.test(OD\_cor~campaign,subset(subset(sku\_epidemio\_ams,stage=="adult"),(zone=="ETX\_club" & (campaign=="2016/2017" | campaign=="2015/2016" ))))  
nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="ETX\_club" & campaign=="2016/2017"))

## [1] 10

nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="ETX\_club" & campaign=="2015/2016"))

## [1] 10

w;p.adjust(w$p.value,method="bonferroni",n=ntests) # ETX 2015/2016

##   
## Wilcoxon rank sum test  
##   
## data: OD\_cor by campaign  
## W = 28, p-value = 0.1051  
## alternative hypothesis: true location shift is not equal to 0

## [1] 0.8409795

w=wilcox.test(OD\_cor~campaign,subset(subset(sku\_epidemio\_ams,stage=="adult"),(zone=="PDT" & (campaign=="2016/2017" | campaign=="2015/2016" ))))  
nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="PDT" & campaign=="2016/2017"))

## [1] 10

nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="PDT" & campaign=="2015/2016"))

## [1] 10

w;p.adjust(w$p.value,method="bonferroni",n=ntests) # PDT 2015/2016

##   
## Wilcoxon rank sum test  
##   
## data: OD\_cor by campaign  
## W = 50, p-value = 1  
## alternative hypothesis: true location shift is not equal to 0

## [1] 1

w=wilcox.test(OD\_cor~campaign,subset(subset(sku\_epidemio\_ams,stage=="adult"),(zone=="PDT" & (campaign=="2016/2017" | campaign=="2011/2012" ))))  
nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="PDT" & campaign=="2011/2012"))

## [1] 16

nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="PDT" & campaign=="2016/2017"))

## [1] 10

w;p.adjust(w$p.value,method="bonferroni",n=ntests) # PDT 2011/2016

##   
## Wilcoxon rank sum test  
##   
## data: OD\_cor by campaign  
## W = 46, p-value = 0.07722  
## alternative hypothesis: true location shift is not equal to 0

## [1] 0.6177266

w=wilcox.test(OD\_cor~campaign,subset(subset(sku\_epidemio\_ams,stage=="adult"),(zone=="PDT" & (campaign=="2015/2016" | campaign=="2011/2012" ))))  
nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="PDT" & campaign=="2011/2012"))

## [1] 16

nrow(subset(subset(sku\_epidemio\_ams,stage=="adult"),zone=="PDT" & campaign=="2015/2016"))

## [1] 10

w;p.adjust(w$p.value,method="bonferroni",n=ntests) # PDT 2011/2015

##   
## Wilcoxon rank sum test  
##   
## data: OD\_cor by campaign  
## W = 41, p-value = 0.04085  
## alternative hypothesis: true location shift is not equal to 0

## [1] 0.3267723

remove(sku\_stat\_elisa,sku\_stat\_mat,w,ntests)

## 1.5. Chicks

# OD / tarsus  
p1=ggplot(subset(sku\_epidemio,stage=="chick" & campaign=="2016/2017"),aes(x=as.numeric(as.character(tarsus)),y=OD\_cor,colour=as.factor(detect\_pos))) +   
 geom\_hline(aes(yintercept=cut99),linetype="dashed",size=0.5)+  
 geom\_point(size=2,stroke=0.5)+  
 ylab("Optical density (ELISA)")+xlab("Tarsus length (mm)")+  
 scale\_y\_continuous(breaks=seq(0,0.5,0.2),limits=c(-0.04,0.5))+  
 scale\_color\_manual(values=c("gold","red4"),labels=c("PCR-negative nestling","PCR-positive nestling"))+  
 ggtheme+  
 theme(legend.justification=c(1,1),legend.position=c(1,1),  
 plot.margin=margin(5,5,5,11),  
 axis.text.x=element\_blank())+  
 ggtitle("(a)")  
  
p2=ggplot(subset(sku\_epidemio,stage=="chick" & campaign=="2016/2017"),aes(x=as.numeric(as.character(tarsus)),y=titer\_log,colour=as.factor(detect\_pos))) +   
 geom\_hline(aes(yintercept=3),linetype="dashed",size=0.5)+  
 geom\_point(size=2,stroke=0.5)+  
 ylab("Titre (MAT)")+xlab("Tarsus length (mm)")+  
 scale\_y\_continuous(breaks=seq(0,4,2),labels=c("Neg.","2","4"))+  
 scale\_color\_manual(values=c("gold","red4"),labels=c("PCR-negative nestling","PCR-positive nestling"))+  
 ggtheme+  
 theme(legend.position="none")+  
 ggtitle("(b)")  
  
p=grid.arrange(p1,p2,nrow=2)
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ggsave("r/exports/sku\_epidemio\_chicks.pdf",p,width=10,height=14,units="cm",dpi=300)  
  
remove(p1,p2,p)

## 1.6. Miscellaneous

sku\_epidemio\_ams$tracked=0  
sku\_epidemio\_ams[!is.na(sku\_epidemio\_ams$logger),"tracked"]=1  
  
ggplot(subset(sku\_epidemio\_ams,stage=="adult" & !is.na(detect\_pos)),aes(x=tarsus,y=skull,colour=as.factor(detect\_pos),shape=as.factor(tracked))) +   
 geom\_point(size=2,stroke=0.5)+  
 scale\_y\_continuous(breaks=seq(110,122,2))+  
 scale\_x\_continuous(breaks=seq(70,82,2))+  
 ylab("Skull length (mm)")+xlab("Tarsus length (mm)")+  
 scale\_color\_manual(values=c("gold","red4"),labels=c("PCR-negative","PCR-positive"))+  
 scale\_shape\_manual(values=c(16,17),labels=c("Not tracked","Tracked (GPS)"))+  
 ggtheme+  
 theme(legend.direction="vertical",legend.box="vertical")
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ggsave("r/exports/sku\_size.pdf",width=14,height=10,units="cm",dpi=300)

# 2. Tracking data

if(grepl("/",as.character(sku\_gps$date[1]))){  
 sku\_gps$date=as.Date(sku\_gps$date,format="%d/%m/%Y")  
}else{sku\_gps$date=as.Date(sku\_gps$date)}  
  
sku\_gps$longitude=as.numeric(as.character(sku\_gps$longitude))  
sku\_gps$latitude=as.numeric(as.character(sku\_gps$latitude))  
  
sku\_gps$time=as.character(sku\_gps$time)  
sku\_gps=sku\_gps[with(sku\_gps,order(logger,date,time)),]  
  
sku\_gps$datetime=as.POSIXct(paste(sku\_gps$date, sku\_gps$time), format="%Y-%m-%d %H:%M:%S")  
  
sku\_gps$nesting=1  
  
for(i in 2:nrow(sku\_gps)){  
   
 # ouf of nesting area -> not nesting  
 if(sku\_gps$nest[i]==0){   
 sku\_gps$nesting[i]=0  
 }   
 # first nest=1 (in nesting area) after a serie of 0s -> gps\_no\_nest  
 else if(sku\_gps$nest[i]==1 &   
 sku\_gps$nest[i-1]==0 & sku\_gps$logger[i]==sku\_gps$logger[i-1]){  
 sku\_gps$nesting[i]=0  
 }   
}  
  
sku\_gps$etx=0  
sku\_gps[which(sku\_gps$longitude>77.515671 & sku\_gps$longitude<77.539308 & sku\_gps$latitude<(-37.851135) & sku\_gps$latitude>(-37.869850)),"etx"]=1  
sku\_gps[which(is.na(sku\_gps$longitude)),"etx"]=NA  
sku\_gps[which(sku\_gps$nest==1),"etx"]=0  
  
sku\_gps$fernand=0  
sku\_gps[which(sku\_gps$longitude>77.509971 & sku\_gps$longitude<77.523328 & sku\_gps$latitude>(-37.851135) & sku\_gps$latitude<(-37.832814)),"fernand"]=1  
sku\_gps[which(is.na(sku\_gps$longitude)),"fernand"]=NA  
sku\_gps[which(sku\_gps$nest==1),"fernand"]=0

Counts

loggers=as.character(unique(sku\_gps$logger))  
  
sku\_gps\_counts=as.data.frame(matrix(ncol=9,nrow=length(loggers)))  
colnames(sku\_gps\_counts)=c("logger","loc\_all","loc\_not\_nesting","loc\_not\_nest","etx","fernand","date\_first","date\_last","day\_nb")  
  
for (i in 1:length(loggers)){  
 sku\_gps\_counts$logger[i]=loggers[i]  
 sku\_gps\_counts$loc\_all[i]=sum(sku\_gps$logger==loggers[i] & !is.na(sku\_gps$latitude))  
 sku\_gps\_counts$loc\_not\_nesting[i]=sum(sku\_gps$logger==loggers[i] & !is.na(sku\_gps$latitude) & sku\_gps$nesting==0)  
 sku\_gps\_counts$loc\_not\_nest[i]=sum(sku\_gps$logger==loggers[i] & !is.na(sku\_gps$latitude) & sku\_gps$nest==0)  
 sku\_gps\_counts$etx[i]=sum(sku\_gps$logger==loggers[i] & !is.na(sku\_gps$latitude) & sku\_gps$etx==1)  
 sku\_gps\_counts$fernand[i]=sum(sku\_gps$logger==loggers[i] & !is.na(sku\_gps$latitude) & sku\_gps$fernand==1)  
 sku\_gps\_counts$date\_first[i]=min(subset(sku\_gps,logger==loggers[i])$date)  
 sku\_gps\_counts$date\_last[i]=max(subset(sku\_gps,logger==loggers[i])$date)  
 sku\_gps\_counts$day\_nb[i]=sku\_gps\_counts$date\_last[i]-sku\_gps\_counts$date\_first[i]  
}  
  
sku\_gps\_counts$date\_first=as.Date(sku\_gps\_counts$date\_first,origin="1970-01-01")  
sku\_gps\_counts$date\_last=as.Date(sku\_gps\_counts$date\_last,origin="1970-01-01")  
sku\_gps\_counts=sku\_gps\_counts[with(sku\_gps\_counts,order(date\_first)),]  
  
sku\_gps\_counts$etx\_prop=sku\_gps\_counts$etx/sku\_gps\_counts$loc\_all  
sku\_gps\_counts$fernand\_prop=sku\_gps\_counts$fernand/sku\_gps\_counts$loc\_all  
  
sku\_gps\_counts

## logger loc\_all loc\_not\_nesting loc\_not\_nest etx fernand  
## 10 GPS\_HAR20\_15 2748 703 644 457 148  
## 11 GPS\_HAR21\_15 902 91 81 33 8  
## 12 GPS\_HAR22\_15 910 0 0 0 0  
## 13 GPS\_HAR23\_15 3088 1058 944 430 312  
## 14 GPS\_HAR24\_15 16 0 0 0 0  
## 15 GPS\_HAR25\_15 1075 180 167 46 29  
## 16 GPS\_HAR26\_15 2044 0 0 0 0  
## 17 GPS\_HAR27\_15 127 0 0 0 0  
## 18 GPS\_HAR29\_15 88 10 9 4 4  
## 1 GPS\_HAR01\_16 6122 1118 1035 378 247  
## 2 GPS\_HAR02\_16 1177 450 432 272 92  
## 3 GPS\_HAR03\_16 1518 392 311 70 134  
## 4 GPS\_HAR04\_16 1285 248 216 166 44  
## 5 GPS\_HAR06\_16 912 176 133 115 16  
## 6 GPS\_HAR07\_16 571 50 39 11 5  
## 7 GPS\_HAR08\_16 728 73 62 47 2  
## 8 GPS\_HAR09\_16 1970 448 364 360 0  
## 9 GPS\_HAR10\_16 1713 380 316 190 44  
## date\_first date\_last day\_nb etx\_prop fernand\_prop  
## 10 2015-12-03 2016-03-14 102 0.16630277 0.053857351  
## 11 2015-12-03 2016-01-25 53 0.03658537 0.008869180  
## 12 2015-12-03 2015-12-06 3 0.00000000 0.000000000  
## 13 2015-12-03 2016-01-11 39 0.13924870 0.101036269  
## 14 2015-12-03 2015-12-03 0 0.00000000 0.000000000  
## 15 2015-12-03 2016-01-29 57 0.04279070 0.026976744  
## 16 2015-12-06 2016-01-17 42 0.00000000 0.000000000  
## 17 2015-12-06 2015-12-06 0 0.00000000 0.000000000  
## 18 2015-12-06 2015-12-06 0 0.04545455 0.045454545  
## 1 2016-11-26 2017-02-01 67 0.06174453 0.040346292  
## 2 2016-11-26 2016-12-08 12 0.23109601 0.078164826  
## 3 2016-12-01 2017-02-24 85 0.04611331 0.088274045  
## 4 2016-12-01 2017-02-25 86 0.12918288 0.034241245  
## 5 2016-12-02 2017-02-26 86 0.12609649 0.017543860  
## 6 2016-12-02 2017-01-25 54 0.01926445 0.008756567  
## 7 2016-12-02 2017-01-15 44 0.06456044 0.002747253  
## 8 2016-12-02 2017-01-18 47 0.18274112 0.000000000  
## 9 2016-12-02 2017-01-19 48 0.11091652 0.025685931

enough\_data=sku\_gps\_counts[sku\_gps\_counts$loc\_not\_nesting>0 & sku\_gps\_counts$day\_nb>0,"logger"]  
length(enough\_data)

## [1] 13

enough\_data\_counts=sku\_gps\_counts[sku\_gps\_counts$loc\_not\_nesting>0 & sku\_gps\_counts$day\_nb>0,]  
quantile(enough\_data\_counts$day\_nb)

## 0% 25% 50% 75% 100%   
## 12 47 54 85 102

sku\_gps=subset(sku\_gps,is.element(logger,enough\_data))  
sku\_gps$logger=as.character(sku\_gps$logger)

## 2.1. Representativeness

Method described in Lascelles et al.,2016,Diversity and Distributions

DataGroup=subset(sku\_gps,nest==0)  
  
DataGroup$ID <- as.character(DataGroup$logger)  
DataGroup$Longitude <- as.numeric(as.character(DataGroup$longitude))  
DataGroup$Latitude <- as.numeric(as.character(DataGroup$latitude))  
DataGroup$DateTime <- paste(DataGroup$date,DataGroup$time,sep=" ")  
DataGroup$DateTime <- as.POSIXct(strptime(DataGroup$DateTime,format="%Y-%m-%d %H:%M:%S"))  
DataGroup$TrackTime <- as.double(DataGroup$DateTime)  
  
# convert to SpatialPointsDataFrame and project  
if(class(DataGroup)!= "SpatialPointsDataFrame")   
{  
 mid\_point<-data.frame(centroid(cbind(DataGroup$Longitude,DataGroup$Latitude)))  
 DataGroup.Wgs <- SpatialPoints(data.frame(DataGroup$Longitude,DataGroup$Latitude),proj4string=CRS("+proj=longlat + datum=wgs84"))  
 DgProj <- CRS(paste("+proj=laea +lon\_0=",mid\_point$lon," +lat\_0=",mid\_point$lat,sep=""))  
 DataGroup.Projected <- spTransform(DataGroup.Wgs,CRS=DgProj)  
 DataGroup <- SpatialPointsDataFrame(DataGroup.Projected,data=DataGroup)  
}else{DgProj<-DataGroup@proj4string}  
  
DataGroup$X <- DataGroup@coords[,1]  
DataGroup$Y <- DataGroup@coords[,2]  
  
# representativeness by boostraping  
Scale=0.250  
Iteration=200  
  
UIDs <- unique(DataGroup$ID)  
Ntrips <- length(UIDs)  
Output <- data.frame(SampleSize=1:Ntrips,InclusionMean=rep(0,Ntrips),InclusionSD=rep(0,Ntrips))  
UDLev <- 50 # isopleth  
for (N in 1:(Ntrips - 1))  
{  
 par(mfrow=c(1,2),mai=c(0.4,0.4,0.4,0.4))  
 Coverage <- NULL  
 Inclusion <- NULL  
 History <- NULL  
 BoundBox <- bbox(DataGroup)  
 for(i in 1:Iteration)  
 {  
 RanNum <- sample(UIDs,N,replace=F)  
 SelectedCoords <- coordinates(DataGroup[DataGroup$ID %in% RanNum,])  
 NotSelected <- DataGroup[!DataGroup$ID %in% RanNum,]  
   
 Temp <- data.frame(SelectedCoords[,1],SelectedCoords[,2])  
 Ext <- (min(Temp[,1]) + 3 \* diff(range(Temp[,1])))  
 if(Ext < (Scale \* 1000 \* 2)) {BExt <- ceiling((Scale \* 1000 \* 3)/(diff(range(Temp[,1]))))} else {BExt <- 3}  
   
 xy <- SpatialPoints(coords=data.frame(SelectedCoords[,1],SelectedCoords[,2]))  
 KDE.Surface <- kernelUD(xy,h=Scale\*1000,grid=180,extent=BExt,same4all=FALSE)  
 KDE.UD <- getverticeshr(KDE.Surface,percent=50)  
 KDE.UD@proj4string <- DgProj  
 Overlain <- over(as(NotSelected,"SpatialPoints"),as(KDE.UD,"SpatialPolygons"))  
 Inclusion[i] <- length(which(Overlain == 1))/nrow(NotSelected)  
   
 #plot(NotSelected,xlim=c(BoundBox[1,]),ylim=c(BoundBox[2,]),cex=0.5,col="grey")  
 #points(SelectedCoords,xlim=c(BoundBox[1,]),ylim=c(BoundBox[2,]),cex=0.5,col="red")  
 #plot(KDE.UD,add=T)  
 }  
 Output[N,]$InclusionMean <- mean(Inclusion)  
 Output[N,]$InclusionSD <- sd(Inclusion)  
}  
  
Output <- Output[1:nrow(Output)-1,]  
  
M1 <- nls((InclusionMean ~ (a\*SampleSize)/(1+b\*SampleSize)),data=Output,start=list(a=1,b=0.1))  
summary(M1)

##   
## Formula: InclusionMean ~ (a \* SampleSize)/(1 + b \* SampleSize)  
##   
## Parameters:  
## Estimate Std. Error t value Pr(>|t|)   
## a 1.4262 0.1228 11.61 3.98e-07 \*\*\*  
## b 2.5013 0.2329 10.74 8.23e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.01016 on 10 degrees of freedom  
##   
## Number of iterations to convergence: 9   
## Achieved convergence tolerance: 2.078e-06

NPred <- max(c(100,nrow(Output)+20))  
PredData <- data.frame(SampleSize=seq(1:NPred))  
P2 <- predict(M1,PredData)  
  
Asymptote <- (summary(M1)$coefficients[1]/summary(M1)$coefficients[2])  
RepresentativeValue <- P2[nrow(Output)]/(summary(M1)$coefficients[1]/summary(M1)$coefficients[2])\*100  
RepresentativeValue

## [1] 96.77577

# graphic  
ggplot() +   
 geom\_ribbon(data=Output,aes(x=SampleSize,ymin=InclusionMean-InclusionSD,ymax=InclusionMean+InclusionSD),fill="gray70",alpha=0.4)+  
 geom\_point(data=Output,aes(x=SampleSize,y=InclusionMean),colour="gray40",size=1,alpha=0.7)+  
 geom\_line(aes(y=P2,x=seq(1,length(P2),1)),colour="#000000",size=0.5)+  
 ylab("Inclusion")+xlab("Sample size\n(number of tracked individuals)")+  
 ggtheme+  
 xlim(c(1,40))+  
 scale\_y\_continuous(labels=scales::percent,lim=c(0,1))

![](data:image/png;base64,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)

ggsave("r/exports/sku\_gps\_inclusion.pdf",width=10,height=10,units="cm",dpi=300)  
  
remove(BoundBox,mid\_point,Output,SelectedCoords,Temp,BExt,Coverage,DataGroup,DataGroup.Projected,DataGroup.Wgs,DgProj,Ext,i,Inclusion,Iteration,KDE.Surface,KDE.UD,N,NotSelected,Ntrips,Overlain,RanNum,Scale,UDLev,UIDs,xy)

## 2.2. Altitude

species\_altitude$density=as.numeric(c(0.0144,0.0144,0.0142,0.0144,0.0142,0.0142))  
species\_altitude$lab\_x=as.numeric(c(0.0146,0.0146,0.0144,0.0146,0.0144,0.0144))  
species\_altitude$lab\_position=as.numeric(c(30,135,220,300,620,690))  
species\_altitude$color=as.numeric(c("A","B","B","B","C","D"))  
  
ggplot(data=subset(sku\_gps,nest==0))+  
 geom\_histogram(aes(x=altitude,y=..density..,fill=as.factor(logger)),  
 binwidth=40,  
 colour="black",size=0.25)+  
 geom\_segment(data=species\_altitude,aes(x=altitude\_min,xend=altitude\_max,y=density,yend=density),size=0.5)+  
 geom\_text(data=species\_altitude,aes(label=label,x=lab\_position,y=as.numeric(as.character(lab\_x))),  
 hjust="outward",size=3)+  
 coord\_flip()+  
 scale\_fill\_manual(values=c("#9d646d","#c29b87","#c5ea8d","#843e18"))+  
 xlab("Altitude (m)")+ylab("Density")+  
 scale\_y\_continuous(limits=c(0,0.0210),breaks=seq(0,0.1,0.004))+  
 scale\_x\_continuous(limits=c(0,900),breaks=seq(0,900,200))+  
 ggtheme+theme(legend.position="none")
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ggsave("r/exports/sku\_gps\_altitude.pdf",width=14,height=7,units="cm",dpi=300)

## 2.3. Animation

sku\_gps\_sel=subset(sku\_gps,grepl("\_16",logger))  
sku\_gps\_sel=subset(sku\_gps,date>=as.Date("2016-12-03") & date<=as.Date("2016-12-03"))  
  
m=move(sku\_gps\_sel$longitude,sku\_gps\_sel$latitude,proj=CRS("+proj=longlat +ellps=WGS84"),time=sku\_gps\_sel$datetime,animal=sku\_gps\_sel$logger,data=sku\_gps\_sel)  
  
# find the command or directory to convert tool of ImageMagick  
conv\_dir=get\_libraries()  
  
out\_dir=paste0(getwd(),"/export")  
img\_title="Movements of breeding skuas on Amsterdam Island - 3 December 2016"  
img\_sub=""   
img\_caption="Projection: Geographical, WGS84; Sources: Gamble et al. 2019; Google Maps"  
  
# warning, does not work because of new Google API terms of service  
# animate\_move(m,out\_dir,conv\_dir,tail\_elements=10,paths\_mode="true\_data",frames\_nmax=0,log\_level=1,extent\_factor=0.0002,out\_format="mov",overwrite=T,time\_size=5,frames\_fps=5,map\_elements=F,out\_name="sku\_gps\_animation")  
  
remove(sku\_gps\_sel,m,conv\_dir,out\_dir,img\_caption,img\_sub,img\_title)

## 2.4. Network

enough\_data=sku\_gps\_counts[sku\_gps\_counts$day\_nb>0 & sku\_gps\_counts$loc\_not\_nesting>0,"logger"]  
length(enough\_data)

## [1] 13

sku\_gps=subset(sku\_gps,is.element(logger,enough\_data))  
sku\_gps$logger=as.character(sku\_gps$logger)  
  
sku\_gps\_counts=subset(sku\_gps\_counts,is.element(logger,enough\_data))  
  
remove(enough\_data)  
   
etx=cbind(subset(sku\_gps\_counts,select=c(logger)),rep("etx",nrow(sku\_gps\_counts)),subset(sku\_gps\_counts,select=c(etx\_prop)))  
colnames(etx)=c("from","to","width")  
fernand=cbind(subset(sku\_gps\_counts,select=c(logger)),rep("fernand",nrow(sku\_gps\_counts)),subset(sku\_gps\_counts,select=c(fernand\_prop)))  
colnames(fernand)=c("from","to","width")  
edges=rbind(fernand,etx)  
edges$type="skutoyna"  
  
skutosku=as.data.frame(matrix(ncol=3,nrow=length(sku\_gps\_counts$logger)^2))  
colnames(skutosku)=c("from","to","width")  
skutosku$type="skutosku"  
  
l=1  
for (i in (1:length(sku\_gps\_counts$logger))){  
 for (j in (1:length(sku\_gps\_counts$logger))){  
 skutosku$from[l]=sku\_gps\_counts$logger[i]  
 skutosku$to[l]=sku\_gps\_counts$logger[j]  
 skutosku$width[l]=sku\_gps\_counts$etx\_prop[i]\*sku\_gps\_counts$etx\_prop[j]+sku\_gps\_counts$fernand\_prop[i]\*sku\_gps\_counts$fernand\_prop[j]  
 l=l+1  
 }  
}  
  
edges=rbind(edges,skutosku)  
remove(etx,fernand,skutosku)  
edges=subset(edges,as.character(from)!=as.character(to))  
  
nodes=as.data.frame(cbind(sku\_gps\_counts$logger,rep(1,length(sku\_gps\_counts$logger)),rep("sku",length(sku\_gps\_counts$logger))))  
colnames(nodes)=c("id","size","species")  
  
nodes$id=as.character(nodes$id)  
nodes$species=as.character(nodes$species)  
nodes$size=as.numeric(nodes$size)  
  
edges$to=as.character(edges$to)  
  
# link albatross plots to make them clother on the graphic (visualization purpose only)  
edges=rbind(edges,c("etx","fernand",0.0001,"ynatoyna"))  
  
edges$from=as.factor(edges$from)  
edges$to=as.factor(edges$to)  
  
# comments for node size proportional of skuas' visits  
nodes=rbind(nodes,c("fernand",5,"yna")) #;nodes[nodes$id=="fernand","size"]=sum(sku\_gps\_counts$fernand)/500  
nodes=rbind(nodes,c("etx",5,"yna")) #;nodes[nodes$id=="etx","size"]=sum(sku\_gps\_counts$etx)/500  
  
nodes$size=as.numeric(nodes$size)  
edges$width=as.numeric(edges$width)\*3  
  
nodes$species=as.factor(nodes$species)  
  
ams\_net=graph\_from\_data\_frame(d=edges,vertices=nodes,directed=T)   
  
# sizes  
V(ams\_net)$size=V(ams\_net)$size\*10  
E(ams\_net)$width=E(ams\_net)$width\*20  
  
# colors  
E(ams\_net)$edge.color="gray80"  
  
colrs=c("#ffa64d","#f9e472");  
V(ams\_net)$color=colrs[as.numeric(as.factor(V(ams\_net)$species))]  
  
colrs=c("#ffa64d","grey60","#f9e472")  
E(ams\_net)$color=colrs[as.numeric(as.factor(E(ams\_net)$type))]  
  
V(ams\_net)$frame.color="white"  
  
# graphic  
par(mar=c(0,0,0,0))  
plot(ams\_net,edge.arrow.size=0,vertex.label=NA)
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tiff("r/exports/sku\_gps\_network.tiff",width=14,height=14,units="cm",res=300)  
par(mar=c(0,0,0,0)+.1)  
plot(ams\_net,edge.arrow.size=0,vertex.label=NA)   
dev.off()

## png   
## 2

remove(colrs,nodes,edges)

# 3. Albatross monitoring

if(grepl("/",as.character(albatross\_nestlings$month[1]))){  
 albatross\_nestlings$month=as.Date(albatross\_nestlings$month,format="%d/%m/%Y")  
}else{albatross\_nestlings$month=as.Date(albatross\_nestlings$month)}  
  
p11=ggplot(data=subset(albatross\_nestlings,month<as.Date("2016-07-01")))+  
 geom\_line(aes(x=month,y=survival\_rate),size=0.5,colour="gray70")+  
 geom\_point(aes(x=month,y=survival\_rate),size=1)+  
 geom\_errorbar(aes(x=month,ymin=survival\_ci\_min,ymax=survival\_ci\_max),width=0,size=0.5)+  
 scale\_x\_date(breaks=c(as.Date("2015-12-15"),  
 as.Date("2016-01-15"),  
 as.Date("2016-02-15"),  
 as.Date("2016-03-15")),  
 labels=c("Dec. 2015","Jan. 2016","Feb. 2016","Mar. 2016"),  
 limits=c(as.Date("2015-11-26"),  
 as.Date("2016-03-15")))+  
 ylab("Proportion of surviving\nyellow-nosed albatross nestlings")+xlab("")+  
 scale\_y\_continuous(labels=scales::percent)+  
 coord\_cartesian(ylim=c(0,1))+  
 ggtitle("(a)")+  
 ggtheme+theme(axis.text.x=element\_blank())  
  
p12=ggplot(data=subset(albatross\_nestlings,month<as.Date("2017-07-01")))+  
 geom\_line(aes(x=month,y=survival\_rate),size=0.5,colour="gray70")+  
 geom\_point(aes(x=month,y=survival\_rate),size=1)+  
 geom\_errorbar(aes(x=month,ymin=survival\_ci\_min,ymax=survival\_ci\_max),width=0,size=0.5)+  
 scale\_x\_date(breaks=c(as.Date("2016-12-15"),  
 as.Date("2017-01-15"),  
 as.Date("2017-02-15"),  
 as.Date("2017-03-15")),  
 labels=c("Dec. 2016","Jan. 2017","Feb. 2017","Mar. 2017"),  
 limits=c(as.Date("2016-11-26"),  
 as.Date("2017-03-15")))+  
 ylab(" ")+xlab("")+  
 scale\_y\_continuous(labels=scales::percent)+  
 coord\_cartesian(ylim=c(0,1))+  
 ggtitle(" ")+  
 ggtheme+theme(axis.text.y=element\_blank())+theme(axis.text.x=element\_blank())  
  
p1=plot\_grid(p11,p12,nrow=1,rel\_widths=c(0.55,0.45))  
  
p21=ggplot(data=subset(albatross\_nestlings,month<as.Date("2016-07-01")))+  
 geom\_line(aes(x=month,y=prevalence),size=0.5,colour="gray70")+  
 geom\_point(aes(x=month,y=prevalence),size=1)+  
 geom\_errorbar(aes(x=month,ymin=prevalence\_ci\_min,ymax=prevalence\_ci\_max),width=0,size=0.5)+  
 scale\_x\_date(breaks=c(as.Date("2015-12-15"),  
 as.Date("2016-01-15"),  
 as.Date("2016-02-15"),  
 as.Date("2016-03-15")),  
 labels=c("Dec. 2015","Jan. 2016","Feb. 2016","Mar. 2016"),  
 limits=c(as.Date("2015-11-26"),  
 as.Date("2016-03-15")))+  
 ylab("Bacterial prevalence\nin yellow-nosed albatross nestlings")+xlab("")+  
 scale\_y\_continuous(labels=scales::percent)+  
 coord\_cartesian(ylim=c(0,1))+  
 ggtitle("(b)")+  
 ggtheme+theme(axis.text.x=element\_blank())  
  
p22=ggplot(data=subset(albatross\_nestlings,month<as.Date("2017-07-01")))+  
 geom\_line(aes(x=month,y=prevalence),size=0.5,colour="gray70")+  
 geom\_point(aes(x=month,y=prevalence),size=1)+  
 geom\_errorbar(aes(x=month,ymin=prevalence\_ci\_min,ymax=prevalence\_ci\_max),width=0,size=0.5)+  
 scale\_x\_date(breaks=c(as.Date("2016-12-15"),  
 as.Date("2017-01-15"),  
 as.Date("2017-02-15"),  
 as.Date("2017-03-15")),  
 labels=c("Dec. 2016","Jan. 2017","Feb. 2017","Mar. 2017"),  
 limits=c(as.Date("2016-11-26"),  
 as.Date("2017-03-15")))+  
 ylab(" ")+xlab("")+  
 scale\_y\_continuous(labels=scales::percent)+  
 coord\_cartesian(ylim=c(0,1))+  
 ggtitle(" ")+  
 ggtheme+theme(axis.text.y=element\_blank(),axis.text.x=element\_blank())  
  
p2=plot\_grid(p21,p22,nrow=1,rel\_widths=c(0.55,0.45))  
  
p31=ggplot()+  
 geom\_point(data=subset(sku\_gps,grepl("\_15",logger)),aes(x=date,y=logger,colour="other"),size=1,shape=15)+  
 geom\_point(data=subset(sku\_gps,grepl("\_15",logger) & etx==1),aes(x=date,y=logger,colour="ETX"),size=1,shape=15)+  
 scale\_x\_date(breaks=c(as.Date("2015-12-15"),  
 as.Date("2016-01-15"),  
 as.Date("2016-02-15"),  
 as.Date("2016-03-15")),  
 labels=c("Dec. 2015","Jan. 2016","Feb. 2016","Mar. 2016"),  
 limits=c(as.Date("2015-11-26"),  
 as.Date("2016-03-15")))+  
 scale\_color\_manual(values=c("black","gray70"),labels=c("Entrecasteaux","Other"))+  
 ylab("Individual skua's\ntracking")+xlab("")+  
 ggtitle("(c)")+  
 ggtheme+theme(axis.text.y=element\_blank(),axis.text.x=element\_text(angle=45,hjust=1),plot.margin=margin(5,5,5,30),  
 legend.position=c(1,0.65),legend.justification=c(1,0.5))  
  
p32=ggplot()+  
 geom\_point(data=subset(sku\_gps,grepl("\_16",logger)),aes(x=date,y=logger,colour="other"),size=1,shape=15)+  
 geom\_point(data=subset(sku\_gps,grepl("\_16",logger) & etx==1),aes(x=date,y=logger,colour="ETX"),size=1,shape=15)+  
 scale\_x\_date(breaks=c(as.Date("2016-12-15"),  
 as.Date("2017-01-15"),  
 as.Date("2017-02-15"),  
 as.Date("2017-03-15")),  
 labels=c("Dec. 2016","Jan. 2017","Feb. 2017","Mar. 2017"),  
 limits=c(as.Date("2016-11-26"),  
 as.Date("2017-03-15")))+  
 scale\_color\_manual(values=c("black","gray70"),labels=c("Entrecasteaux","Other"))+  
 ylab(" ")+xlab("")+  
 ggtitle(" ")+  
 ggtheme+theme(axis.text.y=element\_blank(),axis.text.x=element\_text(angle=45,hjust=1),plot.margin=margin(5,5,5,5),  
 legend.position="none")  
  
p3=plot\_grid(p31,p32,nrow=1,rel\_widths=c(0.55,0.45))  
  
p=plot\_grid(p1,p2,p3,align="v",nrow=3,rel\_heights=c(1,1,1))  
  
p
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